1. Introduction

“No scene from prehistory is quite so vivid as that of the mortal struggles of great beasts in the tar pits... Large system programming has over the past decade been such a tar pit, and many great and powerful beasts have thrashed violently in it...

“Everyone seems to have been surprised by the stickiness of the problem, and it is hard to discern the nature of it. But we must try to understand it if we are to solve it.”

Fred Brooks, 1975

Several recent books and reports have confirmed that the software tar pit is at least as hazardous today as it was in 1975. Our research into several classes of models used to guide software development (product models, process models, property models, success models), has convinced us that the concept of model clashes among these classes of models helps explain much of the stickiness of the software tar-pit problem.

We have been developing and experimentally evolving an approach called MBASE -- Model-Based (System) Architecting and Software Engineering -- which helps identify and avoid software model clashes. Section 2 of this paper introduces the concept of model clashes, and provides examples of common clashes for each combination of product, process, property, and success model. Sections 3 and 4 introduce the MBASE approach for endowing a software project with a mutually supportive set of models, and illustrate the application of MBASE to an example corporate resource scheduling system. Section 5 summarizes the results of applying the MBASE approach to a family of small digital library projects. Section 6 presents conclusions to date.
2. Model Clashes and the Need to Avoid Them

2.1 Model Types and Sources

When we participate in the definition of a new or revised software-intensive system, we employ various models to help us visualize or reason about the prospective system and its likely effects. Here, we use simplified versions of two of Webster’s definitions of “model:” (1) a pattern of something to be made; (2) a description or analogy used to help visualize something. Analysis is included as a form of visualization.

Some of these models deal with the product or system we are defining. Others deal with the process of developing and evolving the system; with properties of the system such as cost, performance, or dependability; or with what it means for the system to be successful (mission performance, return on investment, stakeholder win-win).

The models we use come from various sources. Some models may be imposed by laws or regulations, such as Government acquisition processes. Some models may be imposed by business conventions, such as return on investment. Some models may come from hard-won experience: the IKIWISI (I’ll know it when I see it) success model emerged after many experiences confirmed that the use of prototypes generally led to better user interfaces than relying just on written requirement specifications (Note, though, that models based on outdated experience can become sources of problems). Some models may be buried in our early education, such as the Golden Rule success model (Do unto others as you would have others do unto you).
2.2 Nature of Model Clashes

Models such as the above are very powerful and deep-rooted. When you follow them, you generally feel that you must be doing everything right. When they conflict with each other to produce a troubled software project, it is hard for the project participants to understand what is going wrong. Frequently, they try surface remedies (baseline the requirements, fire the manager, add more quality assurance people, buy some tools, impose more standards), and are surprised when things don’t get better – or frequently get worse.

What is happening deep below is a model clash: a conflict among the underlying assumptions of the models the project has unsuspectingly adopted. This model clash is usually not affected by the surface remedies. It surfaces in ways which cause combinations of confusion, mistrust, frustration, rework, and throwaway systems. It leaves the participants feeling that making progress on this software project is much like slogging through a tar pit.

2.3 An Example: The Golden Rule

For example, what could be more right than the Golden Rule? Yet when applied to software, this success model has been the cause of a tremendous amount of confusion, mistrust, frustration, rework, and throwaway software.

For software-intensive systems, the system developers are often computer scientists, who invoke the Golden Rule to say [Boehm, 1981, p.720]:

- Do unto others
- as you would have others do unto you

Develop a computer system to serve users and operators,
assuming that the users and operators like to write computer programs, and know a good deal about computer science.

Such systems are likely to have user interfaces with terse, powerful, but often unforgiving and obscure command languages. They are likely to put the user in direct contact with a powerful, but often unforgiving and obscure operating system or network management system. If such user interfaces are developed for programmers, they will love them. If they are developed for doctors, financial analysts, or real estate agents, they will “know it when they see it” that the system is not for them.

The usual project result is a late discovery that the system is not user-supportive or user-friendly. This causes either a throwaway system or a lot of confusion, mistrust, frustration, and rework trying to fix the system – after its original budget and schedule have already been spent.
The main cause is the underlying assumption of the Golden Rule: “Everyone is like me.” This causes a conflict with the underlying assumption of the stakeholder win-win success model that the users are implicitly expecting: “My win conditions may be different from yours. When these conflict, we need to resolve the conflicts before going forward.”

How can we provide guidelines for avoiding such conflicts in the future? It is best to try to retain the strengths of such deeply-held principles as the Golden Rule, rather than trying to replace them. This suggests the following Modified Golden Rule: “Do unto others as you would have others do unto you – if you were like them.”

### 2.4 A Taxonomy of Model Clashes

Table 1 shows that serious model clashes may arise from any combination of product, process, property, and success models adopted by a project. The Golden Rule vs. stakeholder win-win conflict above is an example of a model clash among software success models.

Table 1. Examples of Model Clashes

<table>
<thead>
<tr>
<th>Product Model</th>
<th>Process Model</th>
<th>Property Model</th>
<th>Success Model</th>
</tr>
</thead>
<tbody>
<tr>
<td>Structure clash</td>
<td>COTS-driven product vs. Waterfall (requirements-driven) process</td>
<td>Interdependent multiprocessor product vs. linear performance scalability model</td>
<td>4GL-based product vs. low development cost and performance scalability</td>
</tr>
<tr>
<td>Traceability clash</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Architecture style clash</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Process Model</td>
<td>Multi-increment development process vs. single-increment support tools</td>
<td>Evolutionary development process vs. Rayleigh-curve cost model</td>
<td>Waterfall process model vs. “I’ll know it when I see it” (IKIWISI) prototyping success model</td>
</tr>
<tr>
<td>Property Model</td>
<td>Minimize cost and schedule vs. maximize quality (“Quality is free”)</td>
<td></td>
<td>Fixed-price contract vs. easy-to-change, volatile requirements</td>
</tr>
<tr>
<td>Success Model</td>
<td></td>
<td>Golden Rule vs. stakeholder win-win</td>
<td></td>
</tr>
</tbody>
</table>

Model clashes among software product models have been the ones most frequently addressed to date. Examples are structure clashes between a project’s input and output structures [Jackson, 1975]; traceability clashes among a product’s requirements, design and code [Rosove, 1967]; and architectural style clashes in integrating commercial off-the-shelf (COTS) or other reusable software components [Garlan et al., 1995].
Garlan’s group tried to integrate four COTS products into their Aesop system: the OBST object management system, the Mach RPC Interface Generator, the SoftBench tool integration framework, and the InterViews user interface manager. They found a number of architectural style clashes among the underlying assumptions of the products. For example, three of the four products were event-based, but each had different event semantics, and each assumed it was the sole owner of the event queue. Resolving these model conflicts escalated an original two-person, six-month project into a five-person, two-year project: a factor of four in schedule and a factor of five in effort.

There is also an increasing appreciation of the need to avoid clashes between a system’s product model and its development process model. A good example is the clash between a COTS-driven product model, in which the available COTS capabilities largely determine the system’s “requirements,” and the use of a waterfall process model, in which a set of predetermined requirements are supposed to determine the system’s capabilities.

This model clash is most serious when the waterfall-model requirements are made the basis of a legal contract between the customer and developer organizations. In a recent example, the contract performance requirements specified a response time of less than one second. When it was subsequently determined that no commercial database systems could not meet this requirement, it was not the technical people who led the effort to resolve the issue. It was the lawyers. In the end, everyone agreed that it was in no one’s best interest to insist on the one-second requirement – but only after months of confusion, frustration, and mistrust.

Continuing along the top row of Table 1, an example of a model clash between a product model and a property model is to use a multiprocessor product model and a throughput property model which assumes that system throughput scales linearly with the number of processors. For most multi-processor applications, data dependencies, control dependencies, or resource contention problems will cause the product strategy, “If we run out of throughput, just add another processor,” to actually yield a decrease in throughput beyond a certain number of processors.

This strategy was employed on some early satellite control center projects. When the limited scalability of the architecture was discovered late in the development process, a tremendous amount of rework was necessary to re-architect and rebuild the system.

The classic New Jersey Department of Motor Vehicles system failure [Babcock, 1985] was a good example of a clash between product model (build the product using a fourth generation language) and a success model involving two properties (low development cost and good throughput). The 4GL system was developed at low cost, but its throughput was so poor that at one point over a million New Jersey automobiles were driving around with unprocessed license renewals--again, yielding a lot of confusion, frustration and mistrust.
2.5 Model Clash Patterns

We have been working on a set of model clash patterns to help people to recognize the most common model clashes, to appreciate and communicate the problems they will cause, and to determine what to do about them.

Table 2 shows two example patterns from the discussions in Sections 2.3 and 2.4, and a further example from Table 1: the conflict between the waterfall process model and the IKIWISI (I’ll know it when I see it) success model.

A key underlying assumption of the sequential waterfall model is that the requirements are knowable in advance of the system’s implementation. This is frequently not the case, as the new system’s automated capabilities will impact existing operations in ways that are hard for users to articulate or for analysts to work out via abstract task models.

In the example shown in Table 2, a large commercial organization found that the most convenient source of detailed requirements came from their existing operational procedures. This “automating the existing system” approach caused so much unnecessary user input workload and such obtuse user outputs that the system had to be scrapped after about three years and $20 million worth of effort.

Note that the two model clashes in Table 2 involving the waterfall model involve similar recommended solutions: concurrently evolving the requirements and other key system artifacts such as COTS choices, architectural choices, concepts of operation, and prototypes. In Section 3, we will show how the MBASE approach enables people to do this.

Table 2. Example Model Clash Patterns

<table>
<thead>
<tr>
<th>Model Types</th>
<th>Models</th>
<th>Underlying Assumptions</th>
<th>Likely Problems: Examples</th>
<th>Problem Avoidance</th>
</tr>
</thead>
<tbody>
<tr>
<td>Success</td>
<td>Golden Rule</td>
<td>Everybody is like me</td>
<td>Programmer-friendly systems unfriendly to non-programmers: Numerous medical systems</td>
<td>Modified Golden Rule: Do unto others as you would have others do unto you -- if you were like them</td>
</tr>
<tr>
<td>Success</td>
<td>Stakeholder Win-Win</td>
<td>People have different win conditions</td>
<td>Requirements are found to exclude COTS and/or to be expensive or impossible to achieve. Lawyers get together to fix things. Numerous government contracts.</td>
<td>Concurrently evolve requirements and risk management of COTS-based architecture.</td>
</tr>
<tr>
<td>Process</td>
<td>Waterfall</td>
<td>The requirements and resources are fixed in advance. They have no high-risk implications.</td>
<td>Requirements are found to exclude COTS and/or to be expensive or impossible to achieve. Lawyers get together to fix things. Numerous government contracts.</td>
<td>Concurrently evolve requirements and risk management of COTS-based architecture.</td>
</tr>
<tr>
<td>Product</td>
<td>COTS-driven</td>
<td>The requirements are driven by the available COTS capabilities.</td>
<td>Requirements are found to exclude COTS and/or to be expensive or impossible to achieve. Lawyers get together to fix things. Numerous government contracts.</td>
<td>Concurrently evolve requirements and risk management of COTS-based architecture.</td>
</tr>
<tr>
<td>Process</td>
<td>Waterfall</td>
<td>The requirements are knowable in advance of implementation.</td>
<td>Requirements are found to exclude COTS and/or to be expensive or impossible to achieve. Lawyers get together to fix things. Numerous government contracts.</td>
<td>Concurrently evolve requirements and risk management of COTS-based architecture.</td>
</tr>
<tr>
<td>Success</td>
<td>IKIWISI</td>
<td>Users are best able to articulate requirements via interaction with working examples.</td>
<td>Using existing operations as a convenient source of requirements. Major user overloads and task mismatches with new automated system. Numerous commercial systems.</td>
<td>Concurrently evolve requirements, prototypes, scenarios, task models, concepts of operation.</td>
</tr>
</tbody>
</table>
Model Assumptions

However, note also that the two waterfall model underlying assumptions shown in Table 2 are different. In general, models will have several underlying assumptions which may conflict with those of other models. As another help in avoiding model clashes, we are working on identifying the assumptions a project will inherit when it adopts a given model. Table 3 shows example lists of key underlying assumptions for the waterfall and evolutionary development process models.

Table 3. Examples of Key Underlying Assumptions

<table>
<thead>
<tr>
<th>Waterfall Model Assumptions</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. The requirements are knowable in advance of implementation.</td>
</tr>
<tr>
<td>2. The requirements have no unresolved, high-risk implications (e.g., risks due to COTS choices, cost, schedule, performance, safety, security, user interfaces, organizational impacts).</td>
</tr>
<tr>
<td>3. The nature of the requirements will not change very much (during development; during evolution).</td>
</tr>
<tr>
<td>4. The requirements are compatible with all the key system stakeholders’ expectations (e.g., users, customers, developers, maintainers, investors).</td>
</tr>
<tr>
<td>5. The right architecture for implementing the requirements is well understood.</td>
</tr>
<tr>
<td>6. There is enough calendar time to proceed sequentially.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Evolutionary Development Assumptions</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. The initial release is sufficiently satisfactory to key system stakeholders that they will continue to participate in its evolution.</td>
</tr>
<tr>
<td>2. The architecture of the initial release is scalable to accommodate the full set of system life cycle requirements (e.g., performance, safety, security, distribution, localization).</td>
</tr>
<tr>
<td>3. The operational user organizations are sufficiently flexible to adapt to the pace of system evolution.</td>
</tr>
<tr>
<td>4. The dimensions of system evolution are compatible with the dimensions of evolving-out the legacy systems it is replacing.</td>
</tr>
</tbody>
</table>

3. **MBASE Overview**

3.1 **MBASE Model Integration Framework**

Figure 1 summarizes the overall model integration framework used in the MBASE approach to ensure that a project’s success, product, process and property models are consistent and well integrated. At the top of Figure 1 are success models, illustrated with several examples, whose priorities and consistency should be considered first.
Thus, if the overriding top-priority success model is to “Demonstrate a competitive agent-based electronic commerce system on the floor of COMDEX in 9 months,” this constrains the ambition level of other success models (e.g., one may not insist on provably correct code or a fully documented system). The 9-month schedule constraint is most critical because the system will lose most of its value if it is not available to compete for early market share at COMDEX.

**Figure 1. MBASE Model Integration Framework**

This schedule also determines many aspects of the product model (architected to easily shed lower-priority features if necessary to meet schedule), the process model (design-to-schedule), and various property models (only portable and reliable enough to achieve a successful demonstration). The achievability of the success model needs to be verified with respect to the other models. And conversely, the choices of process and product models need to be validated by having the success model provide verification and validation (V&V) criteria for the product milestone artifacts; preconditions and postconditions for the process milestones.

In the 9-month demonstration example, a cost-schedule estimation model would relate various product characteristics (sizing of components, reuse, product complexity), process characteristics (staff capabilities and experience, tool support, process maturity), and property characteristics (required reliability, cost constraints) to determine whether the product capabilities achievable in 9 months would be sufficiently competitive for the success models. Thus, as shown at the bottom of Figure 1, a cost and schedule property model would be used for the evaluation and analysis of the consistency of the system’s product, process, and success models.
In other cases, the success model would make a process model or a product model the primary driver for model integration. An IKIWISI (I’ll know it when I see it) success model would initially establish a prototyping and evolutionary development process model, with most of the product features and property levels left to be determined by the process. A success model focused on developing a product line of similar products would initially focus on product models (domain models, product line architectures), with process models and property models subsequently explored to perform a business-case analysis of the most appropriate breadth of the product line and the timing for introducing individual products.

3.2 MBASE Process Framework

Figure 2 provides an overall process framework for the MBASE approach. The primary drivers for any system’s (or product line’s) characteristics are its key stakeholders. These generally include the system (taken below to mean “system or product-line”) users, customers, developers, and maintainers. Key stakeholders can also include strategic partners, marketers, operators of closely coupled systems, and the general public for such issues as safety, security, privacy, or fairness.

The critical interests of these stakeholders determine the priorities, desired levels, and acceptable levels of various system success criteria. These are reflected in the success models for the system, such as stakeholder win-win, business case, operational effectiveness models, or IKIWISI. These in turn determine which portions of an applications domain and its environment are relevant to consider in specifying the system
and its development and evolution process. The particular objective is to determine the system boundary, within which the system is to be developed and evolved; and outside of which is the system environment.

For example, in our 9-month COMDEX electronic commerce demo application, the system boundary would be determined by the most cost-effective set of capabilities that could be developed in 9 months. Thus, a credit card verification capability might be considered outside the initial system boundary, although it would be needed later.

The domain scope for the demo system would be very much determined by the available COTS products which could be tailored, integrated, and built upon. Determining the appropriate combination of COTS products and extensions could take several iterative cycles of experimental prototyping and risk resolution, in concert with cost-schedule modeling to determine how much capability would be feasible to develop in 9 months.

3.3 The Win-Win Spiral Process

These iterative cycles would follow the structure shown in the upper part of Figure 2. As indicated there, the cycles can be scoped and executed via the Win-Win Spiral Process. This process enhances the original risk-driven spiral model [Boehm, 1988] in two main ways.

- Using a stakeholder win-win approach to determine the objectives, constraints, and alternatives for each cycle [Boehm-Bose, 1994]; see Figure 3.
- Using a set of life cycle anchor points [Boehm, 1996] as critical management decision points.

These anchor points are described further in Section 3.4. As shown in Figure 2, one of them is the Life Cycle Architecture milestone. It includes a product definition, a process definition, and a feasibility rationale ensuring the compatibility of the systems product, process, property, and success models. From this base, the project can continue to construct the system by refining the product models into an executing product. This process will be elaborated in Section 4.
3.4 Anchor Point Milestones

The specific content of the first two anchor point milestones are summarized in Table 4. They include increasingly detailed, risk-driven definitions of the system’s operational concept, prototypes, requirements, architectures, life cycle plan, and feasibility rationale. For the feasibility rationale, property models are invoked to help verify that the project’s success models, product models, process models, and property levels or models are acceptably consistent.

The first milestone is the Life Cycle Objectives (LCO) milestone, at which management verifies the basis for a business commitment to proceed at least through an architecting stage. This involves verifying that there is at least one system architecture and choice of COTS/reuse components which is shown to be feasible to implement within budget and schedule constraints, to satisfy key stakeholder win conditions, and to generate a viable investment business case.
The second milestone is the Life Cycle Architecture (LCA) milestone, at which management verifies the basis for a sound commitment to product development and evolution (a particular system architecture with specific COTS and reuse commitments which is shown to be feasible with respect to budget, schedule, requirements, operations concept and business case; identification and commitment of all key life-cycle stakeholders; and elimination of all critical risk items). The AT&T/Lucent Architecture Review Board technique [Marenzano, 1995] is an excellent management verification approach involving the LCO and LCA milestones.

<table>
<thead>
<tr>
<th>Milestone Element</th>
<th>Life Cycle Objectives (LCO)</th>
<th>Life Cycle Architecture (LCA)</th>
</tr>
</thead>
</table>
| Definition of Operational Concept | • Top-level system objectives and scope  
  - System boundary  
  - Environment parameters and assumptions  
  - Evolution parameters  
  • Operational concept | • Elaboration of system objectives and scope by increment  
  • Elaboration of operational concept by increment |
| System Prototype(s) | • Exercise key usage scenarios  
  • Resolve critical risks | • Exercise range of usage scenarios  
  • Resolve major outstanding risks |
| Definition of System Requirements | • Top-level functions, interfaces, quality attribute levels, including:  
  - Growth vectors  
  - Priorities  
  • Stakeholders’ concurrence on essentials | • Elaboration of functions, interfaces, quality attributes by increment  
  - Identification of TBDs (to-be-determined items)  
  • Stakeholders’ concurrence on their priority concerns |
| Definition of System and Software Architecture | • Top-level definition of at least one feasible architecture  
  - Physical and logical elements and relationships  
  - Choices of COTS and reusable software elements  
  • Identification of infeasible architecture options | • Choice of architecture and elaboration by increment  
  - Physical and logical components, connectors, configurations, constraints  
  - COTS, reuse choices  
  - Domain-architecture and architectural style choices  
  • Architecture evolution parameters |
| Definition of Life-Cycle Plan | • Identification of life-cycle stakeholders  
  - Users, customers, developers, maintainers, interpreters, general public, others  
  • Identification of life-cycle process model  
  - Top-level stages, increments  
  • Top-level WWWWWHH* by stage | • Elaboration of WWWWWHH* for Initial Operational Capability (IOC)  
  - Partial elaboration, identification of key TBDs for later increments |
| Feasibility Rationale | • Assurance of consistency among elements above  
  - Via analysis, measurement, prototyping, simulation, etc.  
  - Business case analysis for requirements, feasible architectures | • Assurance of consistency among elements above  
  • All major risks resolved or covered by risk management plan |


Table 4. LCO and LCA Anchor Points
The third anchor point is the system’s Initial Operational Capability (IOC), defined further in [Boehm, 1996]. The LCO, LCA, and IOC have become the key milestones in Rational's Objectory or Unified Management Process [Rational, 1997; Royce, 1998]; see Figure 4. Informally, the LCO milestone is the equivalent of getting engaged, the LCA milestone is the equivalent of getting married, and the IOC milestone is the equivalent of having your first child.

**Figure 4. Objectory Information Set Evolution**

<table>
<thead>
<tr>
<th>Engineering Stage</th>
<th>Manufacturing Stage</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Inception</strong></td>
<td><strong>Elaboration</strong></td>
</tr>
<tr>
<td>Feasibility Iterations</td>
<td>Architecture Iterations</td>
</tr>
<tr>
<td>LCO</td>
<td>LCA</td>
</tr>
<tr>
<td>R</td>
<td>D</td>
</tr>
<tr>
<td>E</td>
<td>E</td>
</tr>
<tr>
<td>Q</td>
<td>S</td>
</tr>
<tr>
<td>Management</td>
<td>Management</td>
</tr>
<tr>
<td><strong>Construction</strong></td>
<td><strong>Transition</strong></td>
</tr>
<tr>
<td>Usable Iterations</td>
<td>Product Releases</td>
</tr>
<tr>
<td>IOC</td>
<td></td>
</tr>
<tr>
<td>R</td>
<td>D</td>
</tr>
<tr>
<td>E</td>
<td>E</td>
</tr>
<tr>
<td>M</td>
<td>E</td>
</tr>
<tr>
<td>P</td>
<td>P</td>
</tr>
<tr>
<td>Management</td>
<td></td>
</tr>
</tbody>
</table>

### 3.5 MBASE Relations to Other Approaches

MBASE’s expansion, Model-Based (System) Architecting and Software Engineering, acknowledges a strong dependence on the System Architecting approach developed in [Rechtin, 1991] and [Rechtin-Maier, 1997]. MBASE implements the System Architecting concepts of multi-criteria satisficing vs. optimizing (via stakeholder win-win negotiations); concurrent development of a system’s operational concept, requirements, architecture, and life cycle plans (via the anchor point milestones); and placing inductive, synthetic, heuristic approaches ahead of deductive, analytic, formal approaches (via the risk-driven exploration of alternatives in the spiral model and the invention of win-win options for mutual gain [Fisher-Ury, 1981]).
The MBASE approach is applicable to systems engineering as well as software engineering. [Rechtin-Maier, 1997] indicates that hardware processes often need a waterfall-type approach to accommodate manufacturing facility preparation, tooling, and ordering of long-lead-time components. However, since for these sources of risk, the waterfall is a special case of the spiral model, the MBASE approach can adapt to such hardware concerns.

MBASE differs from Model-Based Systems Engineering (MBSE) [Fisher et al., 1998], in that MBSE concentrates almost exclusively on product models (and their associated property models). This is also the case for the Software Engineering Institute’s Model-Based Software Engineering [Gargaro-Peterson, 1996] and Honeywell’s Model-Based Software Development [Honeywell, 1998] approaches.

4. MBASE Object-Oriented Development: Overview and IT Example

4.1 Overview

The particular MBASE object-oriented approach to developing the executing software product spans both the upper and lower cycles of the MBASE process framework in Figure 2. In the early Inception and Elaboration stages preceding the LCO and LCA milestones (Figure 4), the MBASE spiral approach synthesizes an object-oriented system architecture from available COTS and infrastructure choices and early versions (entities, responsibilities, components, behaviors) of the classic OO artifacts such as objects, classes, and operations.

Figure 5 provides an overview of how the synthesis proceeds during the MBASE spiral cycles in the Inception, Elaboration, and Construction stages. It is presented in terms of the template used in the original spiral model paper [Boehm, 1988]. Figure 5 shows how risk identification and resolution activities guide the filtering of alternative COTS, architecture, and OO alternatives through the spiral cycles in each stage. It also shows how the more abstract OO predecessor artifacts such as entities and components are elaborated into OO classes and objects during the progress through the Inception, Elaboration, and Construction stages.

Of course, this overview figure is necessarily oversimplified, as the need to develop risk-driven portions of the operational software during the earlier stages will require some elaboration into classes, objects, operations, and OO code during the early Inception and Elaboration stages.

As discussed below, classical build-from-scratch OO approaches have encountered significant difficulties in dealing with challenges offered by emerging information technology (IT) applications. These include COTS and reuse, legacy systems, distributed collaboration support, and rapidly changing technology. We will illustrate how the MBASE OO approach addresses these challenges in the context of an emerging class of IT applications: the development of Web and Inter-/intranet-based collaborative systems. We will use a simple but representative and real example: a Web-
based system for scheduling common corporate resources such as conference facilities, auditoriums, training capabilities, or test facilities.
### Figure 5. Spiral Approach to MBASE Iterations

- Synthetic, inductive vs. analytic, deductive
- Risk-driven level of detail; artifacts and stages overlap

<table>
<thead>
<tr>
<th>Objectives, Constraints</th>
<th>Inception - Stage Cycles</th>
<th>Elaboration-Stage Cycles</th>
<th>Construction-Stage Cycles</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>• Cost, schedule, performance, other goals • Top-level, most critical - use cases - workflows - entities - responsibilities - deployment views</td>
<td>• Top-level, most critical requirements - project, functional, interface, quality • Mid-level, mid-criticality - components - behaviors - entity/class relations - deployment views</td>
<td>• Essential requirements • Detailed specs - components - objects - operations - classes - data model</td>
</tr>
</tbody>
</table>

| Alternatives            | Major COTS, reusable components • Major architecture options - physical, logical • Major operational options - scenarios, task models | Mid-level COTS, reuse, architecture, operational options • Major data structure, control structure, algorithm options | Detailed tailoring of COTS, reuse, architecture, operational options • Detailed data structure, control structure, algorithm options |

| Evaluation, Risk ID     | Filter out unsatisfactory alternatives • Iterate objectives, constraints • Feature importance vs. difficulty prioritization • Identify key risks, uncertainties | Filter out unsatisfactory mid-level alternatives • Iterate objectives, constraints • Converge on likely best architecture • Identify all major risks | Evaluate detailed alternatives • Iterate objectives, constraints • Converge on likely best implementation • Monitor risk items |

| Risk Resolution         | Buy information - prototypes, models, analyses, interviews... • Choose resolution options - risk avoidance, transfer, management | Mid-level continuation of earlier risk resolution activities | Detailed continuation of earlier risk resolution activities |

<table>
<thead>
<tr>
<th>Results</th>
<th>SSAD, Proto, LCP, FR</th>
<th>SSAD, Proto, LCP, FR</th>
<th>IOC elements</th>
</tr>
</thead>
</table>

| Plan For Next Phase     | Detailed elaboration stage WWWWHHH - mini spiral cycles • Residual-risk management plan | Detailed construction-stage WWWWHHH - mini-spiral cycles • Residual-risk management plan | Detailed transition-stage WWWWHHH • Residual-risk management plan |

| Commitment              | LCO ARB review • Stakeholders commit to necessary resources, levels of participation | LCA ARB review • Stakeholders commit to necessary resources, levels of participation | IOC readiness review • Stakeholders commit to necessary resources, levels of participation |
4.2, 4.3, ... MBASE Object-Oriented Development

(Dan – See if you can fit your approach into the Fig. 5 framework. Try for about 4-5 pages. Emphasize differences from classic OO approaches.)

5. Example MBASE Applications

5.1 Digital Library Multimedia Archive Projects

Our first opportunity to apply the MBASE approach to a significant number of projects came in the fall of 1996. We arranged with the USC Library to develop the LCO and LCA packages for a set of 12 digital library multimedia applications. The work was done by 15 6-person teams of students in our graduate Software Engineering I class, with each student developing one of the 6 LCO and LCA package milestone elements shown in Table 4. Three of the 12 applications were done by two teams each. The best 6 of the LCA packages were then carried to completion in our Spring 1997 Software Engineering II class.

The multimedia archives covered such media as photographic images, medieval manuscripts, Web-based business information, student films and videos, video courseware, technical reports, and urban plans. The original Library client problem statements were quite terse, typically containing about 4-5 sentences. Our primary challenge was to provide a way for the student teams to work with these clients to go from these terse statements to an LCO package in 6 weeks and an LCA package in 11 weeks.

We enabled the students and clients to do this by providing them with a set of integrated MBASE models focused on the stakeholder win-win success model; the WinWin Spiral Model as process model; the LCO and LCA artifact specifications and a multimedia archive domain model as product models; and a property model focused on the milestones necessary for an 11-week schedule. Further details are provided in [Boehm et al., 1997] and [Boehm et al., 1998].
MBASE Model Integration for LCO Stage

The integration of these models for the LCO stage is shown in Figure 10. The end point at the bottom of Figure 10 is determined by the anchor point postconditions or exit criteria for the LCO milestone [Boehm, 1996]: having an LCO Rationale description which shows that for at least one architecture option, that a system built to that architecture would include the features in the prototype, support the concept of operation, satisfy the requirements, and be buildable within the budget and schedule in the plan.

![Diagram of MBASE Model Integration](image)

**Figure 10. MBASE Model Integration: LCO Stage**

The beginning point at the top of Figure 10 was a multimedia archive domain model furnished to the students. The domain model included the system boundary, its major interfaces, and the key stakeholders with their roles and responsibilities. The domain model also established a domain taxonomy used as a checklist and organizing structure for the WinWin requirements negotiation system furnished to the teams.

As shown at the left of Figure 10, this taxonomy was also used as the table of contents for the requirements description, ensuring consistency and rapid transition from WinWin negotiation to requirements specification. The domain model also indicated the most frequent risks involved in multimedia archive applications. This was a specialization of the list of 10 most frequent software risks in [Boehm, 1989], including
performance risks for image and video distribution systems; and risks that users could not fully describe their win conditions, but would need prototypes (IKIWISI). The sequence of activities between the beginning point and the LCO end point were determined by the WinWin Spiral Model. As illustrated in Figure 3, this model emphasizes stakeholder win-win negotiations to determine system objectives, constraints and alternatives; and early risk identification and resolution via prototypes and other methods [Boehm-Bose, 1994].
Library Project Results

We were not sure how many of the 6-student teams would be able to work concurrently with each other and with their Library clients to create consistent and feasible LCO packages in 6 weeks and LCA packages in 11 weeks. With the aid of the integrated MBASE models, all 15 of the student teams were able to complete their LCO and LCA packages on time (3 of the applications were done separately by 2 teams). The Library clients were all highly satisfied, often commenting that the solutions went beyond their expectations. Using a similar MBASE and WinWin Spiral Model approach, 6 applications were selected and developed in 11 weeks in the Spring of 1997. Here also, the Library clients were delighted with the results, with one exception: an overambitious attempt to integrate the three photographic-image applications into a single product.

The projects were extensively instrumented, including the preparation of project evaluations by the librarians and the students. These led to several improvements in the MBASE model provided to the student teams for Fall 1997, in which 16 teams developed LCO and LCA packages for 15 more general digital library applications. For example, in 1996, the WinWin negotiations were done before the LCO milestone, while the prototypes were done after the LCO milestone. This led to considerable breakage in the features and user interface characteristics described in the LCO documents, once the clients exercised the prototypes. As a result, one of the top three items in the course critiques was to schedule the prototypes earlier. This was actually a model clash between a specification-oriented stakeholder win-win success model and the prototype-oriented IKIWISI success model. The 1997 MBASE approach removed this model clash by scheduling the initial prototypes to be done concurrently with the WinWin negotiations.

Another example was to remove several redundancies and overlaps from the document guidelines: as a result, the 1997 LCO packages averaged 110 pages as compared to 160 in 1996. The 1997 LCA packages averaged 154 pages as compared to 230 in 1996. A final example was to strongly couple the roles, responsibilities, and procedures material in the Operational Concept Description with the product transition planning, preparation, and execution activities performed during development. Further information on the 1997-98 projects is provided in [Boehm et al., 1998].

Continuing USC Library satisfaction with the 1997-98 project results, and increased student interest in the course (some local employers will only hire people who have taken the course), have led to our having 20 student teams defining 1998-99 digital library products. Our main improvement was to provide considerably more detailed guidelines for defining the LCA and LCO package elements. We have just completed the LCO reviews, with a strong reduction in several types of model clash. But we continue to find additional model clashes pointing toward further needed MBASE refinements. 1996-97, 1997-98, and 1998-99 projects can be accessed via the USC-CSE web site at http://sunset.usc.edu/classes/classes.html.
MBASE Application to Large Projects

There is also increasing evidence that the MBASE approach scales up well to large projects. The successful million-line CCPDS-R project described in [Royce, 1998] used predecessors of the MBASE model elements. Numerous organizations are using portions of MBASE on large projects as part of Rational’s Objectory or Unified Management Process [Rational, 1997; Royce, 1998]. Other organizations such as Xerox and FAA are in the process of integrating MBASE elements into their software and systems engineering processes.

6. Conclusions

We have found via a number of project analyses that the model-clash concept helps considerably in understanding the sources of stickiness in the software project tar pit. We have found in a number of reviews of large and small projects that the MBASE approach is helpful for both diagnosing and avoiding model clashes which would otherwise have seriously compromised the project. And we have found in using the MBASE approach on over 30 projects that it is effective for the rapid architecting and development of leading-edge information technology applications.

MBASE is still a work in progress. Much more needs to be done in characterizing model clashes and their effects. The current MBASE guidelines need testing in a number of domains, and refinement based on the testing and evaluation results. We welcome further efforts toward achieving these ends.
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